**Prologue**

About a month ago I decided to add interesting data set to comperes R package. Data should represent results of some not ordinary competition. After some thought I picked a “competition” between Harry Potter books with a goal eventually to rate them from worst to best. After a series of events I ended up creating data myself.

Creating Harry Potter Data

Overview

This post describes my struggle with and process of creating Harry Potter Data with results of “competition” between seven original Harry Potter books. Long story short, I didn’t find suitable existing data and decided to make my own survey. The struggle hasn’t ended yet and I need your help.  And that’s it. Please, note the following:

* *It is assumed that you’ve read all seven original J. K. Rowling Harry Potter books and are willing to give an honest feedback about your impressions*.
* *In order to answer you have to sign in your Google account*. This is done to ensure that one person participates in the survey only once. Your personal data won’t become public because I will not track it.

This post has the following structure:

* **Decision about the source** describes how I ended up with conducting my own survey.
* **Survey design** has my thoughts about how I approached creating the survey.
* **Implementation** describes technical details about creating a survey using Google Forms and JavaScript.

Decision about the source

After all sorts of games, the process of people rating common items is, probably, the most common example of competition. Here items can be considered as “players”. “Game” is a person that reviews a set of items by rating them with numerical “score” (stars, points, etc.). To produce this data set I need data in the following format (called “long” in terminology of aforementioned packages):

* **Person identifier** (anonymized). It will serve as game identifier.
* **Item identifier** which this person rated.
* **Numeric score** of item’s rating by person.

One person can rate multiple items but only once, to avoid bias in the output.

After some thought I picked seven original J.K. Rowling “Harry Potter” books as items. Besides being interesting and popular books, I figured that it won’t be hard to find a data set with information I need:

* There are rating on Amazon but I didn’t find an easy way to even get the data.
* There is also Kaggle’s [goodbooks-10k](https://www.kaggle.com/zygmunt/goodbooks-10k) data set. This comes as close to my needs as I could find. Nevertheless, it is still Goodreads data, so I am not sure about it.

All this led me to conducting my own survey. The good news is that this way I am the full owner of the data set with no license issues. The bad news - I should conduct the survey…

Survey design

The freedom in creating your own survey is overwhelming. Basically, you can do whatever you like and can wish to obtain any data you want. In grim reality, there are a couple of things to consider:

* **Survey should collect data that will actually help to fulfill its goals**. It should be designed in a way that minimizes the chance of misinterpretation by respondents.
* **Survey should be implemented and conducted in the form that is accessible to people as much as possible**. This is needed to collect more data with less efforts.

The goal of my Harry Potter Survey can be formulated as follows: *collect data enough to rank Harry Potter books from worst to best*. The most common way to do that is to mimic rating process from various online marketplaces. In more scientific language it means to *ask a question using*[*Likert scale*](https://en.wikipedia.org/wiki/Likert_scale). That is, an answer to some question should be chosen from some ordinal scale.

Unfortunately, I decided to read about how to conduct survey not in the beginning of constructing my own. Its core is a question that asks to associate Harry Potter Books with some numerical ratings. Evolution of this question was as follows:

* **Stage 1**.
  + *Question*: ‘Rate these BOOKS (not movies) from 1 (“very poor book”) to 7 (“exceptional book”)’. As you can see, this isn’t actually a question because at first I planned to give a *task*. Also I was trying to highly indicate that the books are of interest and not movies.
  + *Scale*: numeric, from 1 to 7. This seemed logical as numeric scores will be actually used in analysis.
* **Stage 2**. After reading SurveyMonkey article and other sources, drastic transformation was made. I decided to actually ask a question about satisfaction after reading the book. This makes it a personal and, for my opinion, clear question.
  + *Question*: ‘How did you like these BOOKS?’. One thing to consider here is whether it is better to use past or present tense. At this stage I decided to go with past tense because [in my opinion] it questions a fixed moment in time “just after reading a book”. Unfortunately, it wasn’t the case.
  + *Scale*: combined, from 1 to 5. It is fairly standard bipolar “Satisfaction” scale: “1 - Very dissatisfied”; “2 - Dissatisfied”; “3 - Neutral”; “4 - Satisfied”; “5 - Very satisfied”. I decided to move to 5 point scale as it is more common and should provide more reliable data. Its downside is smaller variance. I also preserved numbers for extra indication of implied linear scale.
* **Stage 3**. After some thought and practical testing I decided not to invent the wheel and stick with more common “Quality” scale. This has an advantage of being more or less standard, which should provide more robust data.
  + *Question*: ‘What is your impression of these Harry Potter BOOKS?’. Added explicit indication about Harry Potter to be able to shorten books’ names. Changed to present tense because I had mixed feedback about previous question and which moment in the past it referred to. Of course, I can add explicit reference but it might overcomplicate the question. Also, question in present tense should be easier to answer.
  + *Scale*: combined, from 1 to 5. It is fairly standard unipolar “Quality” scale: “1 - Poor”, “2 - Fair”, “3 - Good”, “4 - Very Good”, “5 - Excellent”.

After designing the basic question, there are couple of other things to consider:

* **Item names should be understandable**. With seven Harry Potter books it might be confusing if they are presented only by title. So I decided to add book’s number in the series after its title. Also, explicit indication of “Harry Potter” in the title seems overcomplicating a survey, as it doesn’t add extra necessary information, so I decided to shorten it to “HP”. The resulting books are named “HP and the Philosopher’s (Sorcerer’s) Stone (#1)”, “HP and the Chamber of Secrets (#2)”, “HP and the Prisoner of Azkaban (#3)”, “HP and the Goblet of Fire (#4)”, “HP and the Order of the Phoenix (#5)”, “HP and the Half-Blood Prince (#6)”, “HP and the Deathly Hallows (#7)”.
* **Actual set of items can affect the outcome**. For example, if person’s favourite book is present in the list, he/she might anchor his/her other ratings to this book. This can be solved by randomizing set of books asked to rate.
* **Actual order of items can affect the outcome**. The reasoning is similar to previous note. This can be solved by randomizing the order of books presented.

So here is the final design of a survey. Respondent is asked a question “What is your impression of these Harry Potter BOOKS?” and presented with random subset (in random order) of names of seven Harry Potter books (presented above) which should be rated on pretty standard Likert “Quality” scale (with present numeric scores).

About the desired number of respondents I think that hitting 100 will produce fairly usable output data set. But the more the better.

After exhausting process of survey design I hoped that implementation should be easy. I again wasn’t quite right…

Implementation

The main obstacle in implementing the intended survey is randomization of presented items. Also I had to keep in mind that answering process should be as easy as possible and that one person should be able to answer only once.

After some Internet surfing, it seemed that the most optimal way of conducting a survey is with Google Forms. It can provide an option to participate in survey only once with a downside: one should have and be logged into a Google account. It can possibly scare off potential respondents. However, Google Forms has an option to not track user data, which I gladly used. It also has a feature to randomly shuffle the order of the items used in question, which is very helpful.

The biggest trouble with Google Forms is that it can’t randomly generate questions. I decided to work around this problem the following way:

* Create many variants of question for all possible subsets of books. There are total of 127 non-empty subsets for 7 books. Items in every question should be shuffled.
* Create dummy question (to be put first) which has a list of numbers - pointers to subsets of books. This list will be randomly shuffled for every respondent. Picking the first item from the list simulates generating random subset of books.

All this can be done manually. And I’ve actually done that… However, after deciding to change the question and scale (move from “Stage 1” to “Stage 2” in question evolution), I realized that it would be better to program Form creation. I came up with this solution:

// Function to generate all non-empty subsets of array

**function** generatePowerSet(array) {

**var** result = [];

**for** (**var** i = 1; i < (1 << array.length); i++) {

**var** subset = [];

**for** (**var** j = 0; j < array.length; j++)

**if** (i & (1 << j))

subset.push(array[j]);

result.push(subset);

}

**return** result;

}

// Function to create target survey

**function** createHPSurvey() {

**var** form = FormApp.create(**'Harry Potter Books Survey'**)

.setAllowResponseEdits(**false**)

.setCollectEmail(**false**)

.setLimitOneResponsePerUser(**true**);

// Add select list

**var** selectList = form.addListItem()

.setTitle(**'Choose first listed number'**)

.setHelpText(**'This simulates random subsetting of books.'**)

.setRequired(**true**);

// Initialize main questions data

**var** questionSingular = **'What is your impression of this Harry Potter BOOK?'**;

**var** questionPlural = **'What is your impression of these Harry Potter BOOKS?'**;

**var** likertScale = [**'1 - Poor'**, **'2 - Fair'**, **'3 - Good'**,

**'4 - Very Good'**, **'5 - Excellent'**];

**var** books = [**"HP and the Philosopher's (Sorcerer's) Stone (#1)"**,

**"HP and the Chamber of Secrets (#2)"**,

**"HP and the Prisoner of Azkaban (#3)"**,

**"HP and the Goblet of Fire (#4)"**,

**"HP and the Order of the Phoenix (#5)"**,

**"HP and the Half-Blood Prince (#6)"**,

**"HP and the Deathly Hallows (#7)"**];

**var** allSubsets = generatePowerSet(books);

// Create pages with all subsets

**var** pages = []; // for collecting the choices in the list item

**for** (**var** n = 0; n < allSubsets.length; n++) {

// Make a section for current subset

**var** newPage = form.addPageBreakItem()

.setTitle(**'Rate books'**);

// Set the section to submit after completing (rather than next subset section)

newPage.setGoToPage(FormApp.PageNavigationType.SUBMIT)

// Add question for current subset with scale

**var** question = form.addGridItem()

.setRows(allSubsets[n])

.setColumns(likertScale)

.setRequired(**true**);

**if** (allSubsets[n].length == 1) {

question.setTitle(questionSingular);

} **else** {

question.setTitle(questionPlural);

}

// Push our choice to the list select

pages.push(selectList.createChoice(n + 1, newPage));

}

// Add all subsets to select list

selectList.setChoices(pages);

}

This post has two goals:

* Present and explore results of the survey.
* Demonstrate basic functionality of comperes package.

**Overview**

Survey results can be obtained by installing development version of comperes package from GitHub. They are present as package data named hp\_survey.

This post will cover the following topics:

* **Exploration** of survey results (most important being **Book scores** section).
* Description of comperes **competition results** formats with conversion hp\_survey to one of them.
* **Head-to-Head** “performance” of books against each other.

We will need the following setup:

library(dplyr)

library(tidyr)

library(rlang)

library(stringr)

library(ggplot2)

library(comperes)

set.seed(201805)

theme\_set(theme\_bw())

# Authenticity palette

hp\_pal <- c(Gryff = "#D02037", Huffl = "#F0C346",

Raven = "#2450A8", Raven\_light = "#0088FF",

Slyth = "#09774A")

# For less noisy bar charts

theme\_bar <- function() {

list(theme(panel.grid.major.x = element\_blank(),

panel.grid.minor.x = element\_blank()))

}

**Exploration**

**Data preparation**

hp\_suvery is a tibble (enhanced data frame) and has the following columns:

* **person** : Identifier of a person.
* **book** : Identifier of a Harry Potter book. Its values are of the form “HP\_x” where “x” represents book’s number in the series (from 1 to 7).
* **score** : Book’s score. Can be one of “1 – Poor”, “2 – Fair”, “3 – Good”, “4 – Very Good”, “5 – Excellent”.

*For exploration*, let’s transform hp\_survey for more expressive code and results:

* Convert scores to numerical.
* Add book names.

book\_names <- c(

"Philosopher's (Sorcerer's) Stone (#1)",

"Chamber of Secrets (#2)",

"Prisoner of Azkaban (#3)",

"Goblet of Fire (#4)",

"Order of the Phoenix (#5)",

"Half-Blood Prince (#6)",

"Deathly Hallows (#7)"

)

book\_name\_tbl <- tibble(

book = paste0("HP\_", 1:7),

book\_name = factor(book\_names, levels = book\_names)

)

hp <- hp\_survey %>%

# Extract numerical score

rename(score\_chr = score) %>%

mutate(score = as.integer(gsub("[^0-9].\*$", "", score\_chr))) %>%

# Add book names

left\_join(y = book\_name\_tbl, by = "book")

hp

## # A tibble: 657 x 5

## person book score\_chr score book\_name

##

## 1 1 HP\_6 5 - Excellent 5 Half-Blood Prince (#6)

## 2 1 HP\_7 5 - Excellent 5 Deathly Hallows (#7)

## 3 2 HP\_1 3 - Good 3 Philosopher's (Sorcerer's) Stone (#1)

## 4 2 HP\_4 5 - Excellent 5 Goblet of Fire (#4)

## 5 2 HP\_5 2 - Fair 2 Order of the Phoenix (#5)

## # ... with 652 more rows

**Subset uniformity**

The first step in the survey was to choose the first element in the randomly shuffled list to simulate generation of random subset from all books. Each of 127 list element was connected to one subset. Lets visualize subset frequency to ensure a good faith of respondents:

# Compute subset representations

hp\_subsets <- hp %>%

arrange(person, book) %>%

group\_by(person) %>%

summarise(subset = paste0(book, collapse = "-"))

# Compute the number of actually picked subsets

n\_distinct(hp\_subsets$subset)

## [1] 95

# Visualize

hp\_subsets %>%

ggplot(aes(subset)) +

geom\_bar(fill = hp\_pal["Gryff"]) +

labs(

x = "Subset", y = "Number of times subset was picked",

title = "Picked subsets have fairly uniform distribution"

) +

scale\_x\_discrete(labels = NULL) +

theme\_bar() +

theme(axis.ticks.x = element\_blank())

![](data:image/png;base64,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)

So there are 95 subsets actually picked and their distribution seems reasonably uniform. This is enough for me to confirm that randomization for subsets was successful.

**Book presence**

Other important thing to explore is number of times book was actually rated:

hp %>%

ggplot(aes(book\_name)) +

geom\_bar(fill = hp\_pal["Huffl"]) +

# Cool way to wrap labels for a given width

scale\_x\_discrete(labels = function(x) str\_wrap(x, width = 15)) +

labs(

x = "", y = "Number of present scores",

title = "Some books were rated more times than others",

subtitle = "But it seems fine"

) +

theme\_bar()
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**Book scores**

The most obvious way to summarise book “performance” is its mean score of numerical representation of scale. Using mean is not harmful in this study as no outlier can be present.

hp\_book\_score <- hp %>%

group\_by(book\_name) %>%

summarise(mean\_score = round(mean(score), digits = 2)) %>%

arrange(desc(mean\_score))

hp\_book\_score

## # A tibble: 7 x 2

## book\_name mean\_score

##

## 1 Prisoner of Azkaban (#3) 4.19

## 2 Half-Blood Prince (#6) 4.13

## 3 Goblet of Fire (#4) 4.00

## 4 Deathly Hallows (#7) 3.96

## 5 Philosopher's (Sorcerer's) Stone (#1) 3.91

## 6 Order of the Phoenix (#5) 3.90

## 7 Chamber of Secrets (#2) 3.55

**So, “the best” book seems to be “Harry Potter and the Prisoner of Azkaban (#3)”**.

For more understanding of results, lets also visualize score distribution.

hp %>%

# Compute share of score per book

count(book\_name, score) %>%

group\_by(book\_name) %>%

mutate(share = n / sum(n)) %>%

ungroup() %>%

# Visualize

ggplot() +

geom\_col(

aes(score, share, colour = score, fill = score),

show.legend = FALSE

) +

geom\_text(

data = hp\_book\_score,

mapping = aes(label = paste0("Mean = ", mean\_score)),

x = -Inf, y = Inf,

hjust = -0.05, vjust = 1.3

) +

facet\_wrap(~ book\_name) +

scale\_x\_continuous(

breaks = 1:5,

labels = c("1\nPoor", "2\nFair", "3\nGood",

"4\nVery\nGood", "5\nExcellent")

) +

scale\_fill\_gradient(low = hp\_pal["Raven"], high = hp\_pal["Raven\_light"]) +

scale\_colour\_gradient(low = hp\_pal["Raven"], high = hp\_pal["Raven\_light"]) +

labs(

x = "", y = "Score share per book",

title = '"Prisoner of Azkaban (#3)" seems to be "the best" HP book',

caption = "@echasnovski"

) +

theme\_bar()
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**Competition results**

**Formats of comperes**

Understanding of **competition** is quite general: it is a set of **games** (abstract event) in which **players** (abstract entity) gain some abstract **scores** (typically numeric). Inside games all players are treated equally. The most natural example is sport results, however not the only one. For example, product rating can be considered as a competition between products as “players”. Here a “game” is a customer that reviews a set of products by rating them with numerical “score” (stars, points, etc.).

In case of Harry Potter Books Survey results “game” is an act of respondent taking part in survey, “player” – Harry Potter book, “score” – discrete scale values converted to numerical score from 1 to 5.

In comperes there are two supported formats of competition results:

* **Long format**. It is the most abstract way of presenting competition results. Basically, it is a data frame (or tibble) with columns game (game identifier), player (player identifier) and score where *each row represents the score of particular player in particular game*. One game can consist from **variable** number of players which makes this format more usable. Extra columns are allowed.
* **Wide format** is a more convenient way to store results with **fixed** number of players in a game. *Each row represents scores of all players in particular game*. Data should be organized in pairs of columns “player”-“score”. Identifier of a pair should go after respective keyword and consist only from digits. For example: player1, score1, player2, score2. Order doesn’t matter. Column game is optional. Extra columns are also allowed.

Programmatically these formats are implemented as S3 classes longcr and widecr respectively. Essentially, they are tibbles with fixed structure. Objects of these classes should be created using functions as\_longcr() and as\_widecr() which also do conversions to other format.

**Conversion**

hp\_survey presents results in **long format**.

hp\_cr <- hp\_survey %>%

transmute(

game = person, player = book,

score = as.integer(gsub("[^0-9].\*$", "", score))

) %>%

as\_longcr()

hp\_cr

## # A longcr object:

## # A tibble: 657 x 3

## game player score

##

## 1 1 HP\_6 5

## 2 1 HP\_7 5

## 3 2 HP\_1 3

## 4 2 HP\_4 5

## 5 2 HP\_5 2

## # ... with 652 more rows

Here is the demonstration of conversion to **wide format**. It detects the maximum number of players in a game, which is 7, and assumes that data is missing in games with less number of players.

as\_widecr(hp\_cr)

## # A widecr object:

## # A tibble: 182 x 15

## game player1 score1 player2 score2 player3 score3 player4 score4

##

## 1 1 HP\_6 5 HP\_7 5 NA NA

## 2 2 HP\_1 3 HP\_4 5 HP\_5 2 HP\_6 4

## 3 3 HP\_1 3 HP\_3 4 HP\_5 1 NA

## 4 4 HP\_6 5 HP\_7 5 NA NA

## 5 5 HP\_4 4 HP\_5 3 NA NA

## # ... with 177 more rows, and 6 more variables: player5 ,

## # score5 , player6 , score6 , player7 , score7

**Head-to-Head**

**Functionality of comperes**

Head-to-Head value is a **summary statistic of direct confrontation between two players**. It is assumed that this value can be computed based only on the players’ matchups (results for ordered pairs of players from one game). In other words, every game is converted into series of “subgames” between ordered pairs of players (including selfplay) which is stored as widecr object. After that, summary of item, defined by columns player1 and player2, is computed.

comperes has function get\_matchups() for computing matchups:

get\_matchups(hp\_cr)

## # A widecr object:

## # A tibble: 2,697 x 5

## game player1 score1 player2 score2

##

## 1 1 HP\_6 5 HP\_6 5

## 2 1 HP\_6 5 HP\_7 5

## 3 1 HP\_7 5 HP\_6 5

## 4 1 HP\_7 5 HP\_7 5

## 5 2 HP\_1 3 HP\_1 3

## # ... with 2,692 more rows

To compute multiple Head-to-Head values, use h2h\_long() supplying competition results and summarizing expressions in dplyr::summarise() fashion. They will be applied to a data frame of matchups.

hp\_cr\_h2h <- hp\_cr %>% h2h\_long(

# Number of macthups

n = n(),

# Number of wins plus half the number of ties

# num\_wins() is a function from comperes to compute number of times

# first score is bigger than second one

num\_wins = num\_wins(score1, score2, half\_for\_draw = TRUE),

# Mean rating of a book scored in matchups with other books

mean\_score = mean(score1),

# Mean rating difference of books scored in direct matchups

mean\_score\_diff = mean(score1 - score2)

) %>%

mutate\_if(is.numeric, funs(round(., 2)))

hp\_cr\_h2h

## # A long format of Head-to-Head values:

## # A tibble: 49 x 6

## player1 player2 n num\_wins mean\_score mean\_score\_diff

##

## 1 HP\_1 HP\_1 88. 44.0 3.91 0.

## 2 HP\_1 HP\_2 42. 29.5 3.88 0.500

## 3 HP\_1 HP\_3 51. 19.5 3.92 -0.390

## 4 HP\_1 HP\_4 48. 24.0 3.79 0.0400

## 5 HP\_1 HP\_5 42. 21.5 3.79 0.

## # ... with 44 more rows

So here we see, for example, that HP\_1 and HP\_2 had 42 matchups, i.e. they were rated by the same person 42 times. HP\_1 “won” 29.5 (respecting ties) times, gained mean score of 3.88 in those matchups and had, on average, 0.5 points more.

There is also an h2h\_mat() function which computes a matrix of Head-to-Head values for one expression.

hp\_cr %>% h2h\_mat(num\_wins(score1, score2, half\_for\_draw = TRUE))

## # A matrix format of Head-to-Head values:

## HP\_1 HP\_2 HP\_3 HP\_4 HP\_5 HP\_6 HP\_7

## HP\_1 44.0 29.5 19.5 24.0 21.5 17.0 24.0

## HP\_2 12.5 40.0 12.0 11.5 10.5 12.0 19.0

## HP\_3 31.5 32.0 49.0 31.5 28.0 25.0 33.5

## HP\_4 24.0 33.5 26.5 49.5 23.5 30.5 31.5

## HP\_5 20.5 25.5 15.0 24.5 42.0 23.0 24.5

## HP\_6 25.0 30.0 20.0 27.5 24.0 50.0 34.0

## HP\_7 26.0 34.0 21.5 29.5 25.5 26.0 54.0

For more convenient usage, comperes has a list h2h\_funs of some common Head-to-Head functions stored as expressions. To use them you need a little bit of rlang’s unquoting magic.

Library(rlang)

h2h\_funs[1:3]

## $mean\_score\_diff

## mean(score1 - score2)

##

## $mean\_score\_diff\_pos

## max(mean(score1 - score2), 0)

##

## $mean\_score

## mean(score1)

hp\_cr %>% h2h\_long(!!! h2h\_funs)

## # A long format of Head-to-Head values:

## # A tibble: 49 x 11

## player1 player2 mean\_score\_diff mean\_score\_diff\_pos mean\_score

##

## 1 HP\_1 HP\_1 0. 0. 3.91

## 2 HP\_1 HP\_2 0.500 0.500 3.88

## 3 HP\_1 HP\_3 -0.392 0. 3.92

## 4 HP\_1 HP\_4 0.0417 0.0417 3.79

## 5 HP\_1 HP\_5 0. 0. 3.79

## # ... with 44 more rows, and 6 more variables: sum\_score\_diff ,

## # sum\_score\_diff\_pos , sum\_score , num\_wins ,

## # num\_wins2 , num

**Harry Potter books**

Head-to-Head “performance” of Harry Potter books is summarised in the following plot:

hp\_cr\_h2h %>%

gather(h2h\_fun, value, -player1, -player2) %>%

# Manually produce a dummy colour variable to use in facets

group\_by(h2h\_fun) %>%

mutate(col = (value - min(value)) / (max(value) - min(value))) %>%

ungroup() %>%

# Make factors for correct orders

mutate(

player1 = factor(player1, levels = rev(sort(unique(player1)))),

player2 = factor(player2, levels = sort(unique(player2))),

h2h\_fun = factor(h2h\_fun,

levels = c("n", "num\_wins",

"mean\_score", "mean\_score\_diff")),

h2h\_fun = recode(

h2h\_fun,

n = "Number of matchups (ratings by common person)",

num\_wins = 'Number of "wins" in matchups (half for ties)',

mean\_score = "Mean score in matchups",

mean\_score\_diff = "Mean score difference in matchups"

)

) %>%

# Visualize

ggplot(aes(player1, player2)) +

geom\_text(

aes(label = value, colour = col),

size = 5, fontface = "bold", show.legend = FALSE

) +

facet\_wrap(~ h2h\_fun, scales = "free") +

# To coordinate well with matrix form of Head-to-Head results

coord\_flip() +

scale\_colour\_gradient(low = hp\_pal["Slyth"], high = hp\_pal["Gryff"]) +

labs(

x = "", y = "",

title = "Head-to-Head performance of Harry Potter books",

subtitle = paste0(

'"HP\_x" means Harry Potter book number "x" in series\n',

"Numbers are Head-to-Head values of book in row against book in column"

),

caption = "@echasnovski"

) +

theme\_classic() +

theme(strip.text = element\_text(face = "bold"))
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There is a lot of information hidden in this plot. The most obvious discoveries:

* It happened that book *“HP\_7”* (“Deathly Hallows”) was rated with *“HP\_4”* (“Goblet of Fire”) by one person the most: 61 times.
* *“HP\_7”* scored over *“HP\_2”* (“Chamber of Secrets”) the most wins (34, half for ties) as did *“HP\_6”* (“Half-Blood Prince”) over “HP\_7”.
* Book *“HP\_6”* made the highest mean score of 4.36 in matchups with *“HP\_2”*, which is bigger by 0.23 from its overall mean score.
* In terms of score differences, *“HP\_3”* (“Prisoner of Azkaban”) did best in matchups with *“HP\_2”*, scoring on average 0.77 points more. This pair also represents “the best” and “the worst” books in terms of mean score.

**Conclusion**

* A public call for help in creating data set for R package shouldn’t be made on Reddit but rather on R-bloggers or Twitter.
* Among all original Harry Potter books, “Harry Potter and the Prisoner of Azkaban” seems to be considered “best” among R users. “Harry Potter and the Chamber of Secrets” suffers the opposite fate.
* Package comperes is useful for storing, manipulating and summarising abstract competition results.
* However informative, manually inspecting competition results with direct summaries and Head-to-Head tables is hard. They can display complex nature of performance relations between players.

sessionInfo()

## R version 3.4.4 (2018-03-15)

## Platform: x86\_64-pc-linux-gnu (64-bit)

## Running under: Ubuntu 16.04.4 LTS

##

## Matrix products: default

## BLAS: /usr/lib/openblas-base/libblas.so.3

## LAPACK: /usr/lib/libopenblasp-r0.2.18.so

##

## locale:

## [1] LC\_CTYPE=ru\_UA.UTF-8 LC\_NUMERIC=C

## [3] LC\_TIME=ru\_UA.UTF-8 LC\_COLLATE=ru\_UA.UTF-8

## [5] LC\_MONETARY=ru\_UA.UTF-8 LC\_MESSAGES=ru\_UA.UTF-8

## [7] LC\_PAPER=ru\_UA.UTF-8 LC\_NAME=C

## [9] LC\_ADDRESS=C LC\_TELEPHONE=C

## [11] LC\_MEASUREMENT=ru\_UA.UTF-8 LC\_IDENTIFICATION=C

##

## attached base packages:

## [1] methods stats graphics grDevices utils datasets base

##

## other attached packages:

## [1] bindrcpp\_0.2.2 comperes\_0.2.0 ggplot2\_2.2.1 stringr\_1.3.0

## [5] rlang\_0.2.0 tidyr\_0.8.0.9000 dplyr\_0.7.5.9000

##

## loaded via a namespace (and not attached):

## [1] Rcpp\_0.12.16 pillar\_1.2.1 compiler\_3.4.4 plyr\_1.8.4

## [5] bindr\_0.1.1 tools\_3.4.4 digest\_0.6.15 evaluate\_0.10.1

## [9] tibble\_1.4.2 gtable\_0.2.0 pkgconfig\_2.0.1 cli\_1.0.0

## [13] yaml\_2.1.17 blogdown\_0.5 xfun\_0.1 knitr\_1.20

## [17] rprojroot\_1.3-2 grid\_3.4.4 tidyselect\_0.2.4 glue\_1.2.0

## [21] R6\_2.2.2 rmarkdown\_1.9 bookdown\_0.7 purrr\_0.2.4

## [25] magrittr\_1.5 backports\_1.1.2 scales\_0.5.0 htmltools\_0.3.6

## [29] assertthat\_0.2.0 colorspace\_1.3-2 labeling\_0.3 utf8\_1.1.3

## [33] stringi\_1.1.6 lazyeval\_0.2.1 munsell\_0.4.3 crayon\_1.3.4